**1)AND Gate with 2 inputs  
 Program**

import numpy as np

def binary\_treshhold(result):

if result>=2:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def ANDgate(x):

w=np.array([1,1])

b=0.5

return perceptron(x,w,b)

example1=np.array([0,0])

example2=np.array([0,1])

example3=np.array([1,0])

example4=np.array([1,1])

print("AND[0,0]=",ANDgate(example1))

print("AND[0,1]=",ANDgate(example2))

print("AND[1,0]=",ANDgate(example3))

print("AND[1,1]=",ANDgate(example4))

**Output**

**![](data:image/png;base64,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)**

**2)OR gate with 2 inputs**

**Program**

import numpy as np

def binary\_treshhold(result):

if result>1:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def ORgate(x):

w=np.array([1,1])

b=1

return perceptron(x,w,b)

example1=np.array([0,0])

example2=np.array([0,1])

example3=np.array([1,0])

example4=np.array([1,1])

print("OR[0,0]=",ORgate(example1))

print("OR[0,1]=",ORgate(example2))

print("OR[1,0]=",ORgate(example3))

print("OR[1,1]=",ORgate(example4))

**Output**

**![](data:image/png;base64,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)**

**3)NAND Gate with 2 inputs**

**Program**

import numpy as np

def binary\_treshhold(result):

if result<2:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def NANDgate(x):

w=np.array([1,1])

b=0.5

return perceptron(x,w,b)

example1=np.array([0,0])

example2=np.array([0,1])

example3=np.array([1,0])

example4=np.array([1,1])

print("NAND[0,0]=",NANDgate(example1))

print("NAND[0,1]=",NANDgate(example2))

print("NAND[1,0]=",NANDgate(example3))

print("NAND[1,1]=",NANDgate(example4))

**Output**

**![](data:image/png;base64,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)**

**4)NOR Gate with 2 inputs**

**Program**

import numpy as np

def binary\_treshhold(result):

if result<2:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def NORgate(x):

w=np.array([1,1])

b=1

return perceptron(x,w,b)

example1=np.array([0,0])

example2=np.array([0,1])

example3=np.array([1,0])

example4=np.array([1,1])

print("NOR[0,0]=",NORgate(example1))

print("NOR[0,1]=",NORgate(example2))

print("NOR[1,0]=",NORgate(example3))

print("NOR[1,1]=",NORgate(example4))

**Output**

**![A screenshot of a computer program

Description automatically generated with low confidence](data:image/png;base64,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)**

**5)XOR Gate with 2 inputs**

**Program**

import numpy as np

def binarythreshhold(result):

if result>=0:

return 1

else:

return 0

def neuron(x\_inputs,wt\_values,bias):

sum1=np.dot(x\_inputs,wt\_values)+bias

return binarythreshhold(sum1)

def xorfn(x):

#Assign wts for input of each of 3 neurons

wts\_gt1=np.array([-1,-1])

wts\_gt2=np.array([-1,-1])

wts\_gt3=np.array([1,-1])

#assign bias value for each og gates

bias1=1.5

bias2=0.5

bias3=-0.5

#Obtain reslt for gate1

gate1\_op=neuron(x,wts\_gt1,bias1)

#Obtain reslt for gate2

gate2\_op=neuron(x,wts\_gt2,bias2)

#pass gate1 and gate2 op as input to gate3

gate\_3\_input=np.array([gate1\_op,gate2\_op])

return neuron(gate\_3\_input,wts\_gt3,bias3)

inps=[]

n=int(input("Enter no of test cases: "))

print("Enter 2 digits 0 or 1")

for i in range(n):

i1=int(input(""))

i2=int(input(""))

eg1=np.array([i1,i2])

inps.append(eg1)

for ins in inps:

print("XOR (",ins[0]," , ",ins[1],") : ",xorfn(ins))

**Output**

**![A screenshot of a computer program

Description automatically generated with medium confidence](data:image/png;base64,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)**

**6)NOT gate**

**Program**

def binary\_treshhold(result):

if result<2:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x\*w+b

return binary\_treshhold(temp)

def NOTgate(x):

w=1

b=1

return perceptron(x,w,b)

example1=0

example2=1

print("NOT[0]=",NOTgate(example1))

print("NOT[1]=",NOTgate(example2))

**Output**
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**7)AND Gate with 3 inputs**

**Program**

import numpy as np

def binary\_treshhold(result):

if result>=4:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def ANDgate(x):

w=np.array([1,1,1])

b=1

return perceptron(x,w,b)

example1=np.array([0,0,0])

example2=np.array([0,0,1])

example3=np.array([0,1,0])

example4=np.array([0,1,1])

example5=np.array([1,0,0])

example6=np.array([1,0,1])

example7=np.array([1,1,0])

example8=np.array([1,1,1])

print("AND[0,0,0]=",ANDgate(example1))

print("AND[0,0,1]=",ANDgate(example2))

print("AND[0,1,0]=",ANDgate(example3))

print("AND[0,1,1]=",ANDgate(example4))

print("AND[1,0,0]=",ANDgate(example5))

print("AND[1,0,1]=",ANDgate(example6))

print("AND[1,1,0]=",ANDgate(example7))

print("AND[1,1,1]=",ANDgate(example8))

**Output**
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**8)OR Gate with 3 inputs**

**Program**

import numpy as np

def binary\_treshhold(result):

if result>1:

return 1

else:

return 0

#x-input

#w-weight

#b-bias

def perceptron(x,w,b) :

temp=x.dot(w)+b

return binary\_treshhold(temp)

def ORgate(x):

w=np.array([1,1,1])

b=1

return perceptron(x,w,b)

example1=np.array([0,0,0])

example2=np.array([0,0,1])

example3=np.array([0,1,0])

example4=np.array([0,1,1])

example5=np.array([1,0,0])

example6=np.array([1,0,1])

example7=np.array([1,1,0])

example8=np.array([1,1,1])

print("OR[0,0,0]=",ORgate(example1))

print("OR[0,0,1]=",ORgate(example2))

print("OR[0,1,0]=",ORgate(example3))

print("OR[0,1,1]=",ORgate(example4))

print("OR[1,0,0]=",ORgate(example5))

print("OR[1,0,1]=",ORgate(example6))

print("OR[1,1,0]=",ORgate(example7))

print("OR[1,1,1]=",ORgate(example8))

**Output**
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